Model-Based Systems Engineering (MBSE) as computer-supported approach for cooperative systems development


Abstract. With rising globalization and a trend towards Cyberphysical systems (CPSs) as well as smart products the demand for cross-company and interdisciplinary collaboration increases. To handle the complexity of these systems and products Model-Based Systems Engineering (MBSE), as an enhanced form of Systems Engineering (SE), has emerged in engineering and is adopted by many companies. While this approach tries to cope with the current complexity trends, it does address the collaborative aspect of product creation only in a small scope. This paper shall address the combination of MBSE and collaboration in engineering to form a computer-supported approach for collaborative systems development.
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Intro

Products have become more complex in recent years (Lindow et al., 2011). For coping with the rising complexity, companies establish joint ventures as well as other forms of cooperation and use development approaches for product creation that are more sophisticated, covering modern processes, methods and tools.

As most of the modern products can be seen as 'systems’, which in the sense of engineering are defined in (ISO 15288, 2015, p. 9) as a ‘combination of interacting elements organized to achieve one or more stated purposes’, Model-Based Systems Engineering (MBSE) is one of the approaches that is gaining more attention in recent years. Even though, Systems Engineering (SE) as foundation of MBSE is meant to be ‘ [...] a transdisciplinary and integrative approach [...]’ (INCOSE, 2019), it’s current state is not yet as transdisciplinary and integrative as it should be. Huldt and Stenius (2018) for example pointed out that the system engineering tools used for SE tasks do not connect and integrate different domains and thus keep the benefits of MBSE inside the SE domain.

Goal of this paper is taking a closer look at MBSE as a computer-supported approach for collaborative systems development. It shall give a brief overview of MBSE as well as cooperation and collaboration in general and then focus on some current challenges as well as possible solutions for these challenges. These possible solutions shall give some research topics for further investigation.

State of the Art

Model-Based Systems Engineering (MBSE)

Model-Based Systems Engineering (MBSE) has yet no internationally converged definition (Huldt and Stenius, 2018). The most widely used definition is from the International Council of Systems Engineering (INCOSE), is one of the largest organizations focusing on systems engineering and has defined MBSE as:

'[...] the formalized application of modeling to support system requirements, design, analysis, verification and validation activities beginning in the conceptual design phase and continuing throughout development and later life cycle phases.’ (INCOSE Technical Operations, 2007, p. 15)

This definition covers multiple aspects. The mentioned activities and the consideration of all life cycle phases refers to the SE-part of the term MBSE, which focuses on enabling the realization of a system from stakeholder needs to the final system or solution. While the activities described in the mentioned definition have been done document-based in the conventional SE, the 'Model-Based’ aspect of the MBSE definition means to use models as artifacts for these activities. While models have been used in document-based SE for specific
aspects and analysis, MBSE aims to create a holistic model of the overall system that integrates the various models within itself and the various modeling activities, mentioned in the MBSE definition above, into SE (Friedenthal et al., 2012, p. 45). This model-based approach, which is used in some specific domains like software engineering (e.g. Unified Modeling Language (UML) models) and mechanical engineering (e.g. Computer-aided Design (CAD) models) for quite some time, is meant to replace the document-based approach (INCOSE Technical Operations, 2007, p. 15), as it has multiple benefits (INCOSE, 2015, p. 189):

- multiple perspectives on the system model and thus an easier analysis
- improved product quality due to consistency, correctness and completeness evaluation possibilities
- knowledge reuse by using standardized capturing of information
- possible reduction of cycle times due to standardization and reuse
- easier maintenance and synchronization of information compared to document-based approaches.

The holistic model of the overall system is called system model. It ‘[…] consists of model elements that represent requirements, design, test cases, design rationale, and their interrelationships’ (Friedenthal et al., 2012, p. 17). There are different approaches to connect the elements of the system model. Stark and Schulze (2010) pointed out three forms of linking system model elements, presented in figure 1:

1. inter-linkage between system elements
2. inter-linkage through a meta-model
3. inter-linkage of partial system results

![Figure 1. System modeling approaches presented by Stark and Schulze (2010) left to right: inter-linkage between system elements, inter-linkage through a meta-model, inter-linkage of partial system results.](image)

An example for the inter-linkage between system elements is a direct link and exchange between a requirement, a test case for the verification of that requirement and a component inside the product structure that needs to fulfill that requirement.
To allow this link a standardized interface is required. In that way, this approach allows a tool-independent linking and usage.

The inter-linkage through a meta-model is the typical approach of modeling tools like PTC Windchill Modeler, Eclipse Papyrus, IBM Rational Rhapsody or Cappella. They use modeling languages like Systems Modeling Language (SysML) to model various elements and store them in a model repository (Haskins, 2011). These tools create and manage a meta-model in their backbone, which stores the interconnections of these modeled system elements.

The third form presented by Stark and Schulze (2010) focuses on the inter-linkage of results. In that way, the stakeholders can model and simulate all partial system elements independently and the other system elements solely interact with their results. Therefore, key parameters have to be linked dynamically and the results of, e.g. the domain-specific simulations, can be exchanged, without influencing the internal modeling of other system elements and without unwanted exposure of internal knowledge. An example is the Smart Hybrid Prototyping (SHP) approach of Auricht et al. (2012), where they have linked results of the behavior model to the output of a haptic feedback device and to a Digital Mock-Up (DMU), to allow an interaction with a physical prototype.

The mentioned inter-linkage between the model elements can be associated with the term traceability, which has been adapted from the software industry. Traceability is defined in ISO 29110 (2016), which is currently in publication, as description of an ‘[...] association among two or more logical entities, such as requirements, system elements, verifications [...], or tasks [...]’ (ISO 29110, 2016, p. 10). It has been topic in multiple research work, as for example Königs et al. (2012) and Sünnetcioglu et al. (2017). They all deliver feasible approaches to enhance traceability but focus only meta-models and tool integrations for traceability handling. In contrast, Eckl et al. (2015) uses SysML as modeling language for a meta-model but does rely on Open Services for Lifecycle Collaboration (OSLC) as well to allow an inter-linkage of model elements with domain specific models like CAD models through a standard interface. We value the tool-independent approach as more promising, as there already exist approaches for semantic web in other domains, as for example Kim and Chung (2005), Jacobs et al. (2014) as well as Wang et al. (2018). For further research, this tool-independent approach shall be favored.

As MBSE has been defined as ‘[...] formalized application of modeling [...]’ (INCOSE Technical Operations, 2007, p.15) in the definition above it is neither a process nor a methodology in itself. To give the users of MBSE some kind of guidance for the application of MBSE multiple methodologies have been developed. Methodology means a combination of methods, processes and tools used for that objective (Estefan, 2008). Estefan (2008) list IBM Telelogic Harmony-SE, INCOSE Object-Oriented Systems Engineering Method (OOSEM), IBM Rational Unified Process for Systems Engineering (RUP SE) for Model-Driven Systems Development (MDSD), Vitech MBSE Methodology, JPL State Analysis (SA) and Object-Process Methodology (OPM) as examples of
current methodologies. Roques (2016) additionally presented the Architecture Analysis and Design Integrated Approach (ARCADIA) method with its Domain Specific Modeling Language (DSML). Until today none of these methodologies has emerged as standard in MBSE.

As we want to avoid tool-dependency, a rough overview on the basic activities in MBSE shall be given using the V-model of Fraunhofer IPK and TU Berlin as a possible process approach. It is based on the V-model as used in the VDI 2206 (2004) methodology for mechatronic system development and has been further developed by Beier et al. (2014) on the left side V-model and Buchholz et al. (2018) by forms of prototypes on its right side. Figure 2 depicts the adapted V-model presented by Buchholz et al. (2018).

The MBSE-process model, presented in figure 2, considers the complete development procedure from product planning as first step to a product with respective production system as output. According to Beier et al. (2014) and Buchholz et al. (2018), the process comprises the following activities:

1. **Product definition:** *(Product level only)* This point includes the first 3 aspects from 'Product Planning' through 'Architecture Reflection' to the 'Requirements'. While most development processes, as for example VDI 2206 (2004), start with the requirements as input, this approach considers them as output of previous tasks.

2. **Requirement Analysis:** *(all levels)* The product requirements defined in the previous phase have to be analyzed and checked for formal correctness and quality. In MBSE this is done with an authoring tool that allows to store the requirements in a formal requirements model and possibly automate this analysis.

3. **Function and System Architecture Definition:** *(all levels)* With the correct requirements, the functional architecture and the system architecture are defined. These are structured combinations of either functions or systems in a decomposed form based on the requirements. An example could be 'store
energy’ as a function and ‘photovoltaic power station’ as a system for an requirement ‘the system shall store 20,000kWh of energy generated by an photovoltaic power station’. On lower system levels of the development procedure, the system architecture can include components as well.

4. **Concept Choice:** (*all levels*) In this phase, the system architecture and the functional architecture have to be mapped to each other. As the ‘photovoltaic power station’ of the previous system example cannot be mapped to the function ‘store energy’, alternative and additional systems and solutions have to be considered, e.g. ‘battery system’ and ‘hydrogen storage’. These have to be integrated into the system structure, checked for incompatibilities and mapped to the respective functions.

5. **Preliminary Design of the System Model & Logical and Dynamic Behavioral Simulation:** (*all levels*) In this phase, the system model is designed by connecting the functions, components and a related behavior with each other, and then simulated to test the logical and dynamic product, system and subsystem behavior. The key of this step lies on checking if some aspects are missing or have been modeled badly. Additionally, it can be used to examine first rough parameters for the chosen concepts. When the simulations have been executed successfully and delivered the expected results, the procedure is started over from step 2 for the system and for the subsystem levels.

6. **Partitioning of Requirements, Functions and the System Model:** (*Subsystem levels*) When all phases have been gone through for the product, system and subsystem level, a partitioning of requirements, functions and the system model in general is done on the subsystem level as lowest level in this process. Common domains for the partitioning are Mechanics, Electronics and Electrics (E/E) and Software for mechatronic systems, expanded by services as well as process and resources in the shown process, to make this process applicable to the previously presented systems as well. In the domain-specific design, each domain is working on its own solution within given boundary conditions and with the respective interfaces defined by the system model.

7. **Prototyping:** (*various levels*) In the integration phase on the right side of the V-model, various prototypes are created. Each domain designs virtual prototypes as last step of the domain specific design phase. These prototypes are continuously integrated until the interaction can be tested on a physical prototype. In this way, the product can be tested virtually considering all development aspects.

This process is iterative, which means the activities influence each other and are refined in the development process. The users has to chose the form of modeling these activities. It can be used full tool suites like IBM Rational or PTC Windchill.
with tools integrated tools e.g. for requirements management (2) and modeling of use cases and system architectures (3) or independent tools for the activities, e.g. Eclipse Papyrus for the architecture definition (3). Same goes for possible modeling languages like SysML, MECHATRONICS UML (Schäfer and Wehrheim, 2010), that tried to already address the mechatronic system design or the language of Systems Modeling & Management Tool (SysMT), in which Königs (2012) tried to address some weaknesses of SysML. This is the foundation for an integrated MBSE approach. Independent of the used tools and modeling languages a overall system model has to be created in one the forms presented by Stark and Schulze (2010). We want to avoid the limitation to a specific modeling language or tool and therefore consider these references as valuable input but do not use one of them exclusively.

A rather new approach of handling systems engineering is the Advanced Systems Engineering (ASE). In addition to the previous aspects of SE and MBSE, ASE ‘[…] gives human considerations a central place in the integrated design and development of systems throughout their whole life cycle’ (Albers and Lohmeyer, 2012, p. 413). This human-centered development is an important topic in today’s research and should be considered in further research on this topic.

Collaboration and cooperation in engineering

Cooperation and collaboration are often mixed in terminology, while actually addressing a different depth of working together. Cooperation is ‘[…] the practice of people (or greater entities) working in common with shared resources and methods, instead of working alone or competitively’ (Lu et al., 2007, p. 22). Collaboration ‘[…] aims at achieving a common goal and collective results that individuals would be incapable of accomplishing alone. In other words, collaboration requires a team of individuals to work on tasks that not only have shared resources (as in coordination) and shared outcomes (as in cooperation), but, most importantly, a shared common goal’ (Lu et al., 2007, p. 22). As MBSE is focusing on the realization of one or more successful systems, there is a common goal that cannot be accomplished by an individual and thus highlights the required consideration of the collaboration aspect of MBSE.

Even though MBSE is a transdisciplinary approach for handling the realization of complex systems and INCOSE (2015) states the integration of all disciplines as one mayor point of SE, MBSE does not handle collaboration by definition. INCOSE Technical Operations (2007) even pointed out that

‘Collaboration support capabilities for pervasive high performance, geographically distributed teams, would complement the integrated process support environment above by providing more empowerment for individual systems engineers and better collaboration support for performing team activities.’ (INCOSE Technical Operations, 2007, p. 29)
New approaches like ASE try to address this topic by focusing more on the human (Albers and Lohmeyer, 2012). The computer-supported cooperative work (CSCW) community addressed the problems of cooperative work for a long time. Wang and Tang (2005) focused on collaborative work with computer-aided technologies (CAx) software, mainly for product design. Jia and Zhang (2007) developed a Web Service to integrate control model, mechanical model and hydraulic servo model. More recently, Cyberphysical systems (CPSs) as defined by Tomiyama et al. (2019) have been topic of CSCW research, e.g. in De Carvalho et al. (2018) and Hoffmann et al. (2019). They investigated CPSs as a mean for knowledge and expertise sharing in industry. Wouters et al. (2017a) evaluated their observations concerning a collaborative systems engineering scenario and pointed out five challenges:

1. A shared vocabulary is required. This challenge is based on the observation that the stakeholders have to share their data, which implies an agreed vocabulary.

2. Orchestration has to be provided to manage sequential tasks and inter-dependencies.

3. The Exposition of data has to be controlled meaning that not everything has to be exposed and most stakeholders want to keep their knowledge due to industrial know-how protection.

4. Consistent data is required and constrained by domain rules, which means that the data is heterogeneous due to the various domains.

5. The collaboration is typically part of a network of collaborations and has to be handled as such.

In Wouters et al. (2017b) they addressed the challenge of a shared vocabulary by semantic projection of one stakeholder’s data to another stakeholder and thus allowing a common understanding, while each stakeholder may use its own vocabulary. The other challenges, that have been investigated in their prior work, have not been addressed.

Lu et al. (2007) investigated similar problems in their work and comprised them to three main challenges: shared definition of the problem (common understanding), requirement for a same set of information and the understanding of rules for decision making. They have developed a framework for collaborative engineering based on investigations made in industry. Lu et al. (2007) define collaborative engineering as ‘a new sociotechnical engineering discipline, which facilitates the communal establishment of technical agreements among a team of interdisciplinary stakeholders, who work jointly toward a common goal with limited resources or conflicting interests.’ (Lu et al., 2007, p. 27). In their work, they designed a collaborative engineering process consisting of four phases that have to be addressed for an appropriate collaboration. Figure 3 depicts these four phases.
The first phase presented in figure 3 is the management of social interactions. This includes the definition of stakeholders, goals, resources and workflows. The second phase is the construction of a common understanding. Herein, the goal understanding has to be synchronized for all stakeholders. Thirdly, a group preference has to be established instead of multiple individual stakeholder preferences. In the last phase, the team agreement has to be attained, which involves relevant negotiation activities (Lu et al., 2007, pp. 31ff.).

Stark and Stöckert (2009) have investigated another research approach in collaborative engineering. They examined errors created through virtual product creation (VPC), which denominates the usage of CAx for product development as computer-supported design activities (Albers and Lohmeyer, 2012). In the process of investigating errors, they defined interfaces in VPC that can be seen in figure 4, and discussed virtual collaborative engineering, also known as frontloading. As root causes for errors on the interfaces depicted in figure 4 Stark and Stöckert (2009) pointed out four issues:

- Domain-specific issues
- Technical issues
- Organizational issues
- Behavioral issues

![Figure 3. Engineering collaboration process by (Lu et al., 2007, p. 31).](image)

Stark and Stöckert (2009) have investigated another research approach in collaborative engineering. They examined errors created through virtual product creation (VPC), which denominates the usage of CAx for product development as computer-supported design activities (Albers and Lohmeyer, 2012). In the process of investigating errors, they defined interfaces in VPC that can be seen in figure 4, and discussed virtual collaborative engineering, also known as frontloading. As root causes for errors on the interfaces depicted in figure 4 Stark and Stöckert (2009) pointed out four issues:

- Domain-specific issues
- Technical issues
- Organizational issues
- Behavioral issues

![Figure 4. Interfaces of collaboration presented by Stark and Stöckert (2009).](image)
The domain-specific issues mainly focus on the kind of project that can be defined for example by project size and depth of subcontracting. The technical issues refer to IT-problems and organizational issues for example on the processes. Behavioral issues refer for example to role and motivation conflicts.

Considerations for collaboration in MBSE

Based on the state of the art, multiple challenges for collaboration in general and in SE in particular could be identified. Table I gives an overview of the identified challenges and adds the reference that mentioned these challenge.

<table>
<thead>
<tr>
<th></th>
<th>C1 shared language/vocabulary</th>
<th>C2 management of interactions</th>
<th>C3 exposition of data</th>
<th>C4 consistency of data</th>
<th>C5 large collaboration networks</th>
<th>C6 system compatibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>•</td>
<td>•</td>
<td>•</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>•</td>
<td>•</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>•</td>
<td>•</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table I. Overview of identified challenges with • highlighting the sources of the challenge. References: 1 - Wouters et al. (2017a), 2 - Lu et al. (2007) and 3 - Stark and Stöckert (2009).

What can be seen in table I is that most challenges have been addressed by multiple researchers. As the column '1' referencing Wouters et al. (2017b) is explicitly focusing on MBSE the further references on the same challenge show that this seems to be a common challenge in collaboration and not only due to MBSE. In the following sections, these challenges shall be addressed with regard to MBSE and possible solutions shall be pointed out. It shall be mentioned that all considerations are meant as starting points for research approaches and have to be refined and tested in further research.

Used example

To depict the challenges in a demonstrative way the development of a Mars rover shall be used. As a Mars rover is a complex product in whose development multiple domains have to be integrated, this an appropriate example for the application of MBSE in a collaborative environment. The prostep ivip e.V. developed a SysML-model for the purpose of Cross-Discipline Lifecycle Collaboration (CDLC) (prostep ivip e.V., 2019), which is licensed under Apache license version 2.0 and therefore perfectly suitable for the current purpose. It is currently still under development by prostep ivip e.V. and thus neither fully translated nor complete.

Considering the process illustrated in figure 2 the product has to be defined in the first step. This can be compared to the second phase of collaborative engineering
process of Lu et al. (2007), labeled as ‘construction of a common understanding’ in figure 3. The SysML-model of prostep ivip e.V. uses a block definition diagram (bdi) as context diagram for this step, which can exemplary be seen in figure 5.

![Figure 5. Mars rover Context Diagram.](image)

This figure depicts the context in which the Mars rover shall be used in his operational time. It shows different objects it has to interact with as well as possible interaction with one of these.

In this figure, the first challenge (C1) is addressed in two ways: SysML as a graphical modeling language in MBSE can be used as a shared language between the various domains. The usage of models in this phase additionally supports the consistency of data (C4). However, SysML as well as other graphical modeling languages in that area still have some lack in understandability. This is at first the graphical modeling language itself that has to be learned by the involved stakeholders and the written language in form of vocabulary, which is used inside the various blocks. As mentioned earlier, the SysML-example of prostep ivip e.V. is currently developed in German and might not be understood by foreign stakeholders. This can be especially challenging considering a large collaboration network (C5). Here, the usage of different terms for the same element or the usage of the same term for different elements might be problematic, considering different language and domain languages. Wouters et al. (2017b) tried to handle this problem by semantic transfer of modeled information.

To manage the network of collaborations, a stakeholder overview can be modeled as well. This is presented for the SysML-model of the Mars rover in figure 6.

The shown diagram brakes down all stakeholders as actors from single roles to complete departments. When interconnected with further artifacts, the stakeholder
management (C2 as well as C5) can be supported by MBSE and system model elements.

When going further in the process of figure 2, in the subsystem level and at the bottom of the ‘V’ the different stakeholders model their specific elements of the system which are required to build the complete product. This can be any models used in model-based engineering, may it be models of the control unit of the rover, SysML models of the subsystem architecture or CAD models of its physical parts. With respect to the large collaboration network of C5 with every stakeholder in the collaboration using its own systems and its own internal knowledge, the exposition of data (C3) and the system compatibility (C6) become crucial factors. Eckl et al. (2015) have already addressed the system compatibility as they mentioned standard interfaces like OSLC for the exchange of information. This enables additional CSCW practices as for example the usage of web service and thus supports collaborative system development. The exposition of data (C3) can be controlled by combining the system modeling approaches of Stark and Schulze (2010) presented in figure 1. When the system elements relevant for intellectual property are linked only via their results (third form), only the relevant elements would be shared. This can be combined with the currently as ISO 10303-243 developed standard for Modelling and Simulation information in a collaborative Systems Engineering Context (MoSSEC) which can be found in more detail in Murton and Pollari. In such way, all relevant data can be shared without exposing confidential intellectual property. This is equal to delivering a component of the Mars rover with an appropriate user manual that list boundary conditions of usage but does not expose the inner functionality of the component.

The right side of the V-Model process for the development of the Mars rover faces the same issues as presented on the left and bottom part of the process.

In total, the six challenges of table I could be confirmed as well potentially solved on the example of the Mars rover model. In the following, they shall be summed up.
(C1) **Shared language/vocabulary:** The first challenge has been tackled in the Mars rover example by using a common graphical modeling language for the data exchange. By using this graphical modeling language, there occur the new problems of learning the modeling language as well as understanding the used vocabulary in sense of foreign language. This is confirmed by Königs (2012), who pointed out, that a broad knowledge of the language is necessary but has for example not been available to many employees in the automotive industry. Domain- and company-dependent vocabulary might be challenging as well. Königs (2012) for example mentioned that the high modifiability of UML and SysML leaves much room for interpretation and thus it might be even more difficult to understand the meaning of the diagrams. Transferring this to different languages and models it is hard, to reach a fully shared vocabulary. One approach has be provided by Wouters et al. (2017b) as they transformed the semantic information from one domain to another. Additionally, there exists much research on ontology, which could be used to reach this semantic consistency. For further reference, see Robinson and Bannon, Aslan et al. (2011) or Graves (2012).

(C2) **Management of interactions:** The orchestration is handled in the Mars rover example with a stakeholder diagram in SysML. It breaks down the different stakeholders and has to be interconnected to role and workflow concepts of other tools to regulate the interaction management defined by Lu et al. (2007) and Wouters et al. (2017b).

(C3) **Exposition of data:** This challenge becomes crucial when the stakeholders begin to include their knowledge into the system development, which is mainly the case in the subsystem and domain level. Apart from the method of transferring a reduced model to collaboration partner, which breaks with the philosophy of a system model as Single Source of Truth (SSoT), the modeling of the system model can be handled in the third form of Stark and Schulze (2010) by linking the results of the system elements. In that way, the intellectual property can be kept and the system model stays consistent. ISO 1030-243 will bring additional approaches by giving a standard for exchanging collaboration data with these models (Murton and Pollari).

(C4) **Consistency of data:** the system model as SSoT directly addresses the consistency of data. Research on and industrial implementations of new traceability approaches allow even better suspecting of inconsistencies and changes. While most of the time, the software solutions for the modeling with graphical modeling languages like IBM Rhapsody have their own tool-set for traceability integrated, there is some work on semantic web technologies, for example Wang et al. (2018), who addressed change propagation analysis making use of Web Ontology Language (OWL). This allows even more collaborative approaches, as the stakeholders are not bound to use the specific tools.
(C5) **Large collaboration networks:** The large collaboration networks mainly influence all other challenges, because the network multiplies the challenges of a single collaboration with the additional collaborations of the network. This challenge might not be addressed on its own, but shows that the solving of one of these challenges may influence further collaborations positively.

(C6) **System compatibility:** The system compatibility is an essential aspect in the subsystem and domain-specific phases. But even in the top-level phases it might not be possible for everyone to use the same tool to actively model into the system model. Standard formats (e.g. Requirements Interchange Format (ReqIF) for requirements) and standard interfaces (e.g. OSLC) are required to allow the participation of all stakeholders and are currently supported by a rising number of tool vendors.

Possible approach for handling current problems in collaborative MBSE

In this section, the challenges shall be fully addressed in one conceptual approach, which can be used for further investigation.

At first, a stakeholder overview is modeled in any desired modeling language. This stakeholder overview is used to design workflows and manage access rights of the various stakeholders. It shall be stored in a model repository, which is accessible for all stakeholders, such that they can view the defined interaction rules and can request or suggests changes easily through the model. To avoid incorrect modifications, the model should be made read-only to most roles in the collaboration network changes should be requested through a change management or issue tracking system. Only the interactions of the stakeholders inside the main collaboration should be managed inside this overview. Further collaborations of a collaboration network should be kept internal to not expose data that is not required for the collaboration. (C2, C3, C4 and C5)

In this model repository, a data model for ontology as well as the top-level requirements, functions and architecture elements should be stored, so that every participant of the collaboration can link the partial system elements to them. In that way, the shared system model takes a central role and can be send to communicate and manage all relevant information for a collaborative system development. The ontology data model for example can be extended with own definitions of all stakeholders such that the available definitions can be used, to translate domain- or company-dependent terms automatically. Wouters et al. (2017b) approach might be usable based on the input of this data model and thus support the shared vocabulary (C1 and C4).

When modeling further in the development processes the artifacts should be included into the system model, which does not imply the usage of a meta-model but the linkage with an approach of Stark and Schulze (2010) presented in figure 1. The systems architecture as well as functional architecture may be modeled with SysMT and further artifacts, e.g. the behavior of a systems element, modeled in
some other tool like MATLAB and only the results are then linked via OSLC. This approach supports the consistency of the system model while enabling a great system compatibility as well as avoiding an exposure of intellectual property (C3, C4 and C6).

SysMT of Königs (2012) is mentioned here instead of SysML due to its capability to display thumbnails with additional information as representations of the various elements. In the currently developed SysML v2 3D representations shall be included as well (Weilkiens, 2019), which will support the comprehensibility for all stakeholders drastically. This should be an important factor when choosing a modeling language, as 2D and 3D visual representations are most of the time more self-explanatory than blocks with text as used in most modeling languages, and thus support the common understanding (C1).

In general, as further system elements are created they should be added to the system model, by linking them to their relevant system elements. OSLC might be a good approach, as multiple tools, like IBM Rational or PTC Windchill already adapt to this standard. When this standard is used not just to link the tool suits directly to each other, but to link the artifacts to a system model with the approaches of Stark and Schulze (2010), the model can be used as consistent system data container comprising all relevant information for the development of the system of interest (C4 and C6). Figure 7 depicts this integration of all modeling parts in the system model via OSLC links.

![Figure 7. OSLC usage for MBSE adapted from OASIS (2019).](image)

The depicted system model in the middle of figure 7 has not to be a meta-model, but may be any form presented by Stark and Schulze (2010) and shown in figure 1. The model elements of the different data sources around the system model, that are exemplary linked via OSLC-links to it, are connected to other system elements of the system model and thus include themselves inside of the overall system model. The linked data can then be used in any required form, e.g. as input for calculations and simulations or requirement refinement, which enables
current CSCW techniques as web services and Human-Computer-Interaction (HCI). To visualize this information in the best way, the combination of 3D objects and the accessible system information shall be investigated for feasibility in upcoming research.

With this MBSE-based approach a collaborative system development can be supported and enable further CSCW potentials. The system model itself can be seen as computer-supported means as well, as it requires computer-technology for proper functionality in this scenario. Thus, this approach can be seen as a computer-supported approach for collaborative systems development.

Conclusion and Outlook

The paper was intended to investigate collaboration in engineering and the potentials of MBSE as a computer-supported approach for collaborative systems development. To address this topic at a collaboration community like the European Conference on Computer-Supported Cooperative Work (ECSCW), an overview about MBSE as a transdisciplinary approach to develop complex systems in general has been presented followed by the state of the art for collaboration in cooperation in both MBSE and CSCW research.

The insights of the state of the art have been used to point out general challenges in collaboration for systems development. These challenges have been projected onto the example of a Mars rover’s development.

Based on that, a development approach has been presented, that uses insights of the state of the art to address these challenges. The key element of the concept is the usage of the system model as central element of the systems development and the combination of the three approaches of system modeling presented by Stark and Schulze (2010) and shown in figure 1. With this MBSE-based approach, collaborative system development can be supported and the application of CSCW techniques can be enabled. Thus, it can be seen as computer-supported approach for collaborative system development.

In further research, this approach shall be prototypical implemented as well as tested and analyzed based on the mentioned challenges by combining the various approaches of system modeling and interconnecting different system infrastructures. 3D visualization shall be investigated in its applicability as well, as it is seen as a mean for better communication.
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